**ECE 270**

![](data:image/jpeg;base64,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)
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# Statement of the Problem

The purpose of this program is to utilize the functionality of openFrameworks to query the weather information API (application programming interface) hosted by <http://www.openweathermap.org> for current Temperature, Wind Speed, Cloud Cover Percentage, and Humidity info on 10 cities and print the information to the console window and a text file.

# Description of solution

The data query for each city can be formatted as a URL that the API uses to determine what city you are requesting info for and what format you’d like the information returned to you in as follows:

<http://api.openweathermap.org/data/2.5/weather?q=Detroit&mode=xml>

(City Name) (Format)

The program starts with a series of string arrays which store, respectively, the names of the cities, the URL to be queried for each city, the column headings for the output display, the tags that each piece of information is stored within in the information served by the website, and the attribute corresponding to the desired data in each tab. The program then requests the data for each city in turn, parses the xml served by the website for each piece of info, and displayes it in turn.

# Output and Testing

The testing regimen was very simple for this program, simply run it to see if the information displayed properly and check the information displayed against the <http://www.openweathermap.org> website. The information was correct.

-------------------------------------------------------------------------------

City Temp (k) Clouds Wind (m/s) Humidity

-------------------------------------------------------------------------------

Detroit 276.44 40 2.1 55

New York 274.69 90 3.6 80

Owosso 276.48 90 3.6 84

Chicago 278.48 90 5.1 60

Las Vegas 290.4 1 2.6 27

Madison 276.68 1 3.81 56

Boston 279.75 0 5.7 93

Boulder 290.84 1 1.5 70

Kansas City 285.98 1 4.6 44

New Orleans 286.81 75 4.1 41

-------------------------------------------------------------------------------

# Code

1 #include "ofMain.h"

2 #include "ofApp.h"

3 #include "strings.h"

4

5 **void** getWeatherData(**char** [], **char** []);

6 **void** getAttrString(**char** [], **char** [], **char** [], **char** []);

7 **void** printTabbed(**char** [],FILE \*);

8 **void** printLine(FILE \*);

9

10 **int** main()

11 {

12 FILE \*fp;

13 fp=fopen("output.txt","w");

14 **char** cities[10][12]={"Detroit","New York","Owosso","Chicago",

"Las Vegas","Madison","Boston","Boulder","Kansas City","New Orleans",};

15 **char** urls[10][100]={

"http://api.openweathermap.org/data/2.5/weather?q=Detroit&mode=xml",

"http://api.openweathermap.org/data/2.5/weather?id=5128638&mode=xml",

"http://api.openweathermap.org/data/2.5/weather?q=Owosso&mode=xml",

"http://api.openweathermap.org/data/2.5/weather?q=Chicago&mode=xml",

"http://api.openweathermap.org/data/2.5/weather?id=5506956&mode=xml",

"http://api.openweathermap.org/data/2.5/weather?q=Madison&mode=xml",

"http://api.openweathermap.org/data/2.5/weather?q=Boston&mode=xml",

"http://api.openweathermap.org/data/2.5/weather?q=Boulder&mode=xml",

"http://api.openweathermap.org/data/2.5/weather?id=4273837&mode=xml",

"http://api.openweathermap.org/data/2.5/weather?id=4335045&mode=xml"};

16 **char** labels[5][12]={"City","Temp (k)","Clouds","Wind (m/s)","Humidity"};

17 **char** tags[5][20]={"city","temperature","clouds","wind","humidity"};

18 **char** attribs[5][12]={"name","value","value","speed value","value"};

19 **char** values[6][12];

20 **char** xmlString[1000];

21 **int** i,j;

22

23 printLine(fp);

24

25 **for**(i=0;i<5;i++)

26 {

27 printTabbed(labels[i], fp);

28 }

29

30 printLine(fp);

31

32 **for**(i=0;i<10;i++)

33 {

34 getWeatherData(urls[i],xmlString);

35 **for**(j=0;j<5;j++)

36 {

37 getAttrString(xmlString, tags[j], attribs[j], values[j]);

38 printTabbed(values[j],fp);

39 }

40

41 printf("\n");

42

43

44 }

45

46 printLine(fp);

47

48

49 }

50

51 **void** getWeatherData(**char** urlString[], **char** xmlString[])

52 {

53 **int** n;

54

55 //Retrieving data from internet

56

57 ofHttpResponse resp = ofLoadURL(urlString);

58

59 ofBuffer myBuffer = resp.data;

60

61 **char** \*ptr;

62

63 ptr = myBuffer.getBinaryBuffer();

64

65 n = strlen(ptr);

66

67 **for**(**int** i=0;i<n;i++)

68 {

69 xmlString[i] = \*(ptr + i);

70 }

71

72 xmlString[n] = '\0';

73 }

74

75 **void** getAttrString(**char** xmlString[], **char** tag[], **char** attrName[], **char** valueStr[])

76 {

77 **int** n; //used for string lengths

78

79 **int** done, **count**; //used for while loop

80

81 **char** \*tag\_start, \*tag\_end;

82 **char** \*attrName\_start, \*attrValue\_start;

83

84 //Parsing

85 //Attributes reside inside a certain tag

86 //And attributes come in name-value pairs, as in:

87 //<tag attrName="attrValue"

88 //We need to parse out everything but that attrValue

89

90 //first let's look for that tag

91 tag\_start = strstr(xmlString, tag);

92

93 n = strlen(tag);

94

95 //So the end of the tag name is here--and where the attributes start

96 tag\_end = tag\_start + n;

97

98 //Now, we need to find the attribute

99 attrName\_start = strstr(tag\_end, attrName);

100

101 n = strlen(attrName);

102

103 //now advance past attr\_name

104 attrValue\_start = attrName\_start + n;

105

106 //advance past the = sign and " to the start of attr\_value

107 attrValue\_start = attrValue\_start + 2;

108

109 //now, capture all characters until the closing quote

110

111 **count** = 0;

112 done = 0;

113 **while**(done==0)

114 {

115 **if** (\*(attrValue\_start + **count**)=='"')

116 {

117 done = 1;

118 }

119 **else**

120 {

121 valueStr[**count**] = \*(attrValue\_start + **count**);

122 **count**++;

123 }

124 }

125 valueStr[**count**] = '\0'; //null terminate value\_str

126 }

127

128 //--------------------------------------------------------------

129 /\*void ofApp::setup()

130 {

131 char weatherXML[1000], myValueStr[100];

132

133 //construct the url

134

135 char myUrlString[] = "http://api.openweathermap.org/data/2.5/weather?q=Detroit&mode=xml";

136

137 getWeatherData(myUrlString, weatherXML);

138

139 getAttrString(weatherXML, "temperature", "value", myValueStr);

140

141 printf("\nXML: %s", weatherXML);

142 printf("\nresult: %s", myValueStr);

143 }\*/

144

145 //Prints a string and appends 2 tabs to the end of it, for arranging display

146 **void** printTabbed(**char** stringToPrint[],FILE \*fp)

147 {

148

149 **if**(strlen(stringToPrint)>=8)

150 {

151 printf("%s\t",stringToPrint);

152 fprintf(fp,"%s\t",stringToPrint);

153 }

154 **else**

155 {

156 printf("%s\t\t",stringToPrint);

157 fprintf(fp,"%s\t\t",stringToPrint);

158 }

159 }

160

161 //Prints a line of dashes...

162 **void** printLine(FILE \*fp)

163 {

164 printf("-------------------------------------------------------------------------------\n");

165 fprintf(fp,"-------------------------------------------------------------------------------\n");

166 }

167

168 //--------------------------------------------------------------

169 /\*void ofApp::update()

170 {

171

172 }

173

174 //--------------------------------------------------------------

175 void ofApp::draw()

176 {

177 }

178

179 //--------------------------------------------------------------

180 void ofApp::keyPressed(int key){

181

182 }

183

184 //--------------------------------------------------------------

185 void ofApp::keyReleased(int key){

186

187 }

188

189 //--------------------------------------------------------------

190 void ofApp::mouseMoved(int x, int y){

191

192 }

193

194 //--------------------------------------------------------------

195 void ofApp::mouseDragged(int x, int y, int button){

196

197 }

198

199 //--------------------------------------------------------------

200 void ofApp::mousePressed(int x, int y, int button){

201

202 }

203

204 //--------------------------------------------------------------

205 void ofApp::mouseReleased(int x, int y, int button){

206

207 }

208

209 //--------------------------------------------------------------

210 void ofApp::windowResized(int w, int h){

211

212 }

213

214 //--------------------------------------------------------------

215 void ofApp::gotMessage(ofMessage msg){

216

217 }

218

219 //--------------------------------------------------------------

220 void ofApp::dragEvent(ofDragInfo dragInfo){

221

222 }

223 \*/